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Introduction

This document describes a DDL Auditing solution (and source code) for the whole server regardless of SQL Server version (2005/2008) or SQL Server edition (Enterprise/Standard/Workgroup/Web/Express) which is very easily and quickly installed and self maintaining. No need to worry about manually installing the solution into new databases whether they are created, restored or attached.
DDL triggers enable us to audit DDL changes but there are a few missing events, design decisions and installation complications. This document explains and provides a full solution that includes auditing for database restores (there is no DDL event for this) and an incremental self install, which keeps the whole server audit configured for DDL auditing. There are also significant differences between SQL Server 2005 and SQL Server 2008. Much of this solution is the same between SQL 2005 and SQL 2008, but there is a different set of scripts available for SQL 2005. The SQL 2005 scripts provide alternative methods of overcoming the shortcomings of SQL 2005 DDL events and make it very similar to the capabilities of this SQL 2008 solution described here.
All SQL 2008 and SQL 2005 scripts are provided in two zip attachments.
Overview
Starting with SQL Server 2005 DDL triggers have made it possible to audit changes made with DDL TSQL commands. This is distinct from auditing data changes which is not covered here. This capability allows us to see what objects and permissions have been added, deleted and changed e.g. changed stored procedure, new sysadmin role member, dropped index, new login, new table etc. In other words the work of a DBA or software release is now logged. It is atypical for these types of commands to be issued by the normal workings of applications but there are some exceptions.
This document predominantly discusses the SQL 2008 DDL auditing solution. The SQL 2005 deviations are noted in place and in a dedicated section.

A number of scripts have been written to automate various aspects of DDL auditing. These are noted throughout. Some are different between SQL 2005 and SQL 2008.

There are some shortcomings of the raw DDL auditing capability e.g. in relation to database attach and restore. In both these scenarios auditing information could be lost if the attached/restored database does not already have DDL auditing configured as expected. Also restores are very likely to make the details held at the server level different to that at the database level with no auditing that the restore took place. This is obviously not a full audit trail. Both of these shortcomings have been addressed with coded solutions. Note that database creation is audited because the model database already has DDL auditing configured as expected and this is inherited by the new database. One known shortcoming remains and is minor - database detaches are not audited. There is no known way to audit this.
Usage

All auditable events at the database level are logged to the table <database>.dbo.DatabaseAudit e.g. create user, add user to database role. You can see these very easily (latest first) with TSQL (see script list_all_events.sql) via:

select * from <database>.dbo.DatabaseAudit.

Of course you are free to enhance this TSQL to filter, sort, join etc.
All auditable events at the server level are logged to the table dbadata.dbo.ServerAudit e.g. create login, add login to server role. You can see these very easily (latest first) with TSQL via:

select * from dbadata.dbo.ServerAudit.

Actually this will also give you all auditable events at the database level for all databases on the server too. This is because all auditable database level events are purposely audited twice. This means that the database level events are always kept with the database when backed up and restored etc but it is also easy to see what did happen to databases on the server which are no longer accessible because they have been detached, dropped, taken offline etc. Obviously restoring dbadata will bring back a different ServerAudit table but that is a very rare scenario.. A modicum of pragmatism excuses this shortcoming for the greater good of 99.99% useful auditing.
All auditable events for all databases can be listed in one step using:
exec sp_MSForEachDB
‘if ‘’?’’ != ‘’tempdb’’ select * from [?].dbo.DatabaseAudit’

Sample results for each query are given in the Appendix.

High Level Design

The DDL Auditing Solution is comprised of several components described below. When you run the install script (see later) it will install these components:
	Component
	Purpose

	server_audit
	SQL login used for all auditing processing. (Works OK on Windows Authenticated servers too.)

	dbadata.dbo.ServerAudit
	Table to hold server level audit trail including a copy of each database level audit trail.

	<database>.dbo.DatabaseAudit
	Table in each database to hold it own audit trail.

	dbadata.dbo.ServerAuditTrigger
	DDL trigger which populates dbadata.dbo.ServerAudit. It also detects (SQL 2008 only) database attaches and runs the Setup DDL Audit job automatically in case the attached database does not have DDL auditing configured as expected.

For SQL 2008 this trigger is fired for every server level and database level DDL event. For SQL 2005 this is only fired for server level DDL events.

	dbadata.dbo.DatabaseAuditTrigger
	DDL trigger which populates dbadata.dbo.DatabaseAudit. For SQL 2005 this also inserts to dbadata.dbo.ServerAudit via INSERT trigger on dba.dbo.DatabaseAudit. 

	SQL 2008

Audit RESTORE DATABASE
	SQL Agent job which runs (in less than 1 second) every 1 minute to copy new restore database auditing information from msdb.dbo.restorehistory to dbadata.dbo.ServerAudit. If it finds that a database restore has happened but has not been audited it automatically runs the “Setup DDL Audit” job because there is a possibility that the restored database is not configured for DDL auditing as expected. 

	SQL 2005

Audit RESTORE/ATTACH DATABASE
	Audits database restores as for SQL 2008. Also audits database attaches. If it finds that a database restore or attach has happened but has not been audited it automatically runs the “Setup DDL Audit” job because there is a possibility that the restored/attached database is not configured for DDL auditing as expected.

	Setup DDL Audit job
	SQL Agent job to incrementally install/fix DDL auditing where required. See installation section for more details. 

The job is used for multiple purposes and so started by several methods:

1. During initial installation

2. Daily at 02:45 to catch anything changed but not detected

3. SQL 2008 within “Audit RESTORE DATABASE” job

4. SQL 2005 within “Audit RESTORE/ATTACH DATABASE” job

5. SQL 2008 within ServerAuditTrigger when a database is attached 


Installation

The SQL 2005 install process is more complex than SQL 2008 – see SQL 2005 Issues section.
The installation is one script split into two distinct parts – one off install of SQL Agent jobs and everything else. The installation script includes the code for the jobs and then calls the potentially newly created “Setup DDL Audit” job to complete the installation.

There are two scripts install_ddl_auditing.sql and uninstall_ddl_auditing.sql. Both effect the server level and all databases in one invocation. The uninstall currently deletes all existing database level audit logs by dropping all <database>.dbo.DatabaseAudit tables. The dbadata.dbo.ServerAudit table is not dropped by any script to avoid accidental deletion of the full server audit log. If you wish to drop dbadata.dbo.ServerAudit it must be explicitly dropped manually.
The install script is designed to be incremental so that it can be run periodically to install to new databases as required. For SQL 2005 there is also an element of fixing/avoiding known problems that can recur. The install process includes the creation of a SQL Agent job which will periodically run the install script. 
Following initial installation the auditing should be tested. The following commands (also in script test_ddl_auditing.sql) will create and drop a test table in all databases. The operations should all appear in the audit tables (except for SQL2005 model database at the server level).

sp_MSForEachDB 'use [?]; print ''?''; create table aa_test_ddl_audit (col1 int)'

sp_MSForEachDB 'use [?]; print ''?''; drop table aa_test_ddl_audit’

The audit trails can be viewed with one or more of (also in script list_ddl_audit_trail.sql):

-- Whole server

select * from dbadata..ServerAudit

-- Current database
select * from DatabaseAudit

-- All databases
exec sp_MSForEachDb 'if ''?'' != ''tempdb'' begin use ?;print ''?'';select * from DatabaseAudit end'

Stopping and Starting Auditing

You may wish to stop auditing if it is causing a problem. If auditing fails it will cause the operation being audited to fail too.

If you wish to stop and restart auditing the easiest way is to disable the appropriate server level or database level triggers. This can be done independently using DISABLE TRIGGER commands. Three scripts have been written to automate this process for the whole server. You can run these scripts in any order and any number of times:
	status_ddl_auditing.sql
	This script displays the current enabled/disabled status of the server level audit trigger and each of the database level audit triggers. You might want to run this before and/or after the next two scripts to see the status change. The output is self explanatory. See attached script for TSQL. Combined SQL 2005/2008 pseudo code for the script is:

Checks existence of ServerAuditTrigger

For each database:

· Check existence of DatabaseAuditTrigger

· (SQL2005) Check existence of DatabaseAudit_i trigger

List enable/disable status of ServerAuditTrigger

For each database:

· List enable/disable status of DatabaseAuditTrigger

· (SQL2005) List enable/disable status of DatabaseAudit_i trigger

	enable_ddl_auditing.sql
	This script disables the server level audit trigger and each of the database level audit triggers. The output is self explanatory. See attached script for TSQL. Combined SQL 2005/2008 pseudo code for the script is:

Enable ServerAuditTrigger

For each database:

· Enable DatabaseAuditTrigger

· (SQL2005) Enable DatabaseAudit_i trigger

	disable_ddl_auditing.sql
	This script enables the server level audit trigger and each of the database level audit triggers. The output is self explanatory. See attached script for TSQL. Combined SQL 2005/2008 pseudo code for the script is:

Disable ServerAuditTrigger

For each database:

· Disable DatabaseAuditTrigger

· (SQL2005) Disable DatabaseAudit_i trigger

	uninstall_db_ddl_auditing.sql
	If you wish to keep the current contents of the DatabaseAudit table you will have to do that manually before running the script.

Once customised correctly (edit USE command at top) this script will completely remove DDL Auditing from the current/specified database and stop it from being automatically reinstalled by the (SQL 2008) “Audit RESTORE DATABASE”, (SQL 2005) “Audit RESTORE/ATTACH DATABASE” or “Setup DDL Audit” jobs. Obviously some server wide auto install/reconfigure aspects of DDL Auditing will not be operational whilst these jobs are disabled.

	install_db_ddl_auditing.sql
	This has the opposite effect of running uninstall_db_ddl_auditing.sql but will go further (normalise) and reinstall DDL Auditing for all databases on the server which currently do not have it installed. This is achieved by re-enabling the two jobs disabled by uninstall_db_ddl_auditing.sql and immediately running the “Setup DDL Audit” job.


Permissions

No permissions are required for any application service accounts, SQL service accounts or user groups. All permissions are assigned to the SQL login server_audit by the installation script. Note that the SQL login will work in an EXECUTE AS clause regardless of whether the server is configured to use Windows Authentication or SQL and Windows Authentication (aka mixed mode). 

It is not intended that anyone would ever login to SQL via the server_audit account but an initial password is set for the server_audit account during installation. Post installation this should be set to a new strong password and recorded in the DBA Passwords document. Note that the server_audit account has very little permission:

1. CONNECT permission to every database except tempdb
2. INSERT permission on the <database>.dbo.DatabaseAudit table
3. INSERT and SELECT permission on dbadata.dbo.ServerAudit table. The SELECT permission is required to determine whether a RESTORE DATABASE event has already been audited or not.
4. Member of msdb SQLAgentOperatorRole so that “Setup DDL Audit” job can be run expediently.

Typically only a SQL system administrator would need to look at the dbadata.dbo.ServerAudit table so no permissions are required to be added for other support groups e.g. Application Support.

Users wishing to access a <database>.dbo.DatabaseAudit table may need SELECT permission to be granted. This will be added on request. Often access to this table will already be possible via a role such as db_datareader or db_owner.

Known Issues (Mostly resolved by this solution)
@JobLogDir (Easily solved by installer)

The installation script sets a variable called @JobLogDir. You may need to change the path to suit the server.
Detach Database (Not resolved)
A detach database operation is not audited at all because there is no DDL event for this. 
Different SID for server_audit login on restore database from different server (Solved)
If a database backup containing an enabled copy of the DatabaseAuditTrigger is restored to a different SQL Server instance it will not be possible to run DDL commands against that database because the DDL auditing will fail. This is because the SID for the server_audit user from the backup source server (see <database>.sys.sysusers.sid) will be different to the SID for the server_audit login on the new server (see master.sys.syslogins.sid). This can be easily corrected with the commands:
use <database>
alter user server_audit with login = server_audit
This solution detects this problem and automatically resolves it.
Attaching and Dropping Databases (Not really an issue)
Note that the CREATE DATABASE FOR ATTACH command and DROP DATABASE are audited at the server level only. This is not really an issue.

Potential Temporary Audit Gap on Database Restore/Attach
(Minor issue mostly solved)
There is a possibility that some events will not be audited for a minute or so when a database is restored or attached if that database does not already have DDL auditing configured as expected. It will be automatically configured within 2 minutes of being restored or attached by one of:

· SQL 2008 – “Audit RESTORE DATABASE” job

· SQL 2008 - ServerAuditTrigger. 

· SQL 2005 – “Audit RESTORE/ATTACH DATABASE” job

SQL 2005 Issues (Mostly resolved by this solution)
SQL 2005 Has Less DDL Events (Unsolvable)
Much fewer events are audited in SQL 2005. There is nothing we can do about this. Some auditing is better than no auditing. One minor side effect of this is that the install of the auditing tables and trigger are not audited as they are for the SQL 2008 install.
SQL 2005 ddl_events tree is hard to use (Solved)
It is not possible to audit server level events from the most obvious place in the event group tree – ddl_events. There is a bug which disallows this. Instead it is necessary to list all child events of ddl_events. SQL 2008 does not have this bug and so all events are specified at once via ddl_events.
Database Level Events Not Also Raised At Server Level (Solved)
No database level events are also raised at the server level as for SQL 2008. However this has been implemented via a DML insert trigger on the DatabaseAudit tables. This does work but the trigger DatabaseAudit_i attempts to write to dbadata.dbo.ServerAudit i.e. to another database. The security context is switched to server_audit when the trigger runs via the EXECUTE AS clause. There are some problems relating to the use of the EXECUTE AS clause across databases:

1. All databases must have the trustworthy property set to ON. It is off by default.
2. It is not possible to set the model database trustworthy property so any DDL changes to this database cannot be duplicated to dbadata.dbo.ServerAudit.
3. All databases’ owner SID must be correct. It has often been wrong during development and testing of this DDL audit capability.

To address these issues the install process (SQL Agent job “Setup DDL Audit”):

1. Sets the trustworthy property for all databases to ON when required and possible.

2. Sets the owner of for all databases to sa – this SID is always the same across servers. This will be fine even if the sa account is disabled. It also creates a new database user for the previous dbo and add it to the db_owner role. This is so that the previous dbo account can access the database with the same permissions as before.
3. The trigger DatabaseAudit_i checks the trustworthy property before attempting to insert to dbadata.dbo.ServerAudit. This is required because:
a. model cannot be trustworthy

b. the trustworthy property is always set to false when a database is created, restored or attached.

Note that the install process (SQL Agent job “Setup DDL Audit”) is incremental and is automatically run periodically and when triggered. This will set the trustworthy property ON if any are set to OFF as well as correcting the owner SID and installing the tables and triggers if required.
With all these measures in place it should be very rare that an auditable event is not logged at database and server level. The model database is very rarely changed anyway.
Appendix
List all server and database audit events augmented with RESTORE history

	restore_date
	destination_

database_name
	user_name
	TSQLCommand

	2010-04-27 12:53:57.317
	model_sean
	DEV\#selliott
	ALTER TABLE dbo.Table_1 SET (LOCK_ESCALATION = TABLE)  

	2010-04-27 12:53:57.123
	model_sean
	DEV\#selliott
	CREATE TABLE dbo.Table_1   (   asfdsf nchar(10) NULL   )  ON [PRIMARY]  

	2010-04-27 12:45:09.310
	model_sean
	DEV\#selliott
	CREATE DATABASE [model_sean] ON   ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf' ),  ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf' )   FOR ATTACH

	2010-04-27 12:34:31.833
	model_sean
	DEV\#selliott
	CREATE DATABASE [model_sean] ON   ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf' ),  ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf' )   FOR ATTACH

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf

	2010-04-27 12:00:11.103
	model_sean
	DEV\#selliott
	DROP DATABASE [model_sean]

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf

	2010-04-26 16:22:29.690
	findata
	DEV\#selliott
	grant insert on [findata].[dbo].[DatabaseAudit] to [server_audit];    

	2010-04-26 16:22:29.680
	findata
	DEV\#selliott
	grant connect on database::[findata] to [server_audit];       

	2010-04-26 16:22:29.673
	findata
	DEV\#selliott
	create user [server_audit] for login [server_audit] with default_schema=[dbo];    

	2010-04-26 16:22:28.373
	model
	DEV\#selliott
	create table [model].[dbo].[DatabaseAudit](         [AuditDate] [datetime] not null,         [LoginName] [sysname] not null,         [EventType] [sysname] not null,         [SchemaName] [sysname] null,         [ObjectName] [sysname] null,         [TSQLCommand] [varchar](max) null,         [XMLEventData] [xml] not null        ) ON [PRIMARY]      

	2010-04-26 16:22:28.330
	master
	DEV\#selliott
	create clustered index DatabaseAudit_IX_AuditDate on [DatabaseAudit](AuditDate DESC)    

	2010-04-26 16:22:28.317
	master
	DEV\#selliott
	create table [master].[dbo].[DatabaseAudit](         [AuditDate] [datetime] not null,         [LoginName] [sysname] not null,         [EventType] [sysname] not null,         [SchemaName] [sysname] null,         [ObjectName] [sysname] null,         [TSQLCommand] [varchar](max) null,         [XMLEventData] [xml] not null        ) ON [PRIMARY]      


List all server and database audit events augmented with RESTORE history for current database only

	restore_date
	destination_

database_name
	user_name
	TSQLCommand

	2010-04-27 12:53:57.317
	model_sean
	DEV\#selliott
	ALTER TABLE dbo.Table_1 SET (LOCK_ESCALATION = TABLE)  

	2010-04-27 12:53:57.123
	model_sean
	DEV\#selliott
	CREATE TABLE dbo.Table_1   (   asfdsf nchar(10) NULL   )  ON [PRIMARY]  

	2010-04-27 12:45:09.310
	model_sean
	DEV\#selliott
	CREATE DATABASE [model_sean] ON   ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf' ),  ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf' )   FOR ATTACH

	2010-04-27 12:34:31.833
	model_sean
	DEV\#selliott
	CREATE DATABASE [model_sean] ON   ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf' ),  ( FILENAME = N'E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf' )   FOR ATTACH

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf

	2010-04-27 12:00:11.103
	model_sean
	DEV\#selliott
	DROP DATABASE [model_sean]

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf


List all audit events for current database only augmented with RESTORE history

	restore_date
	destination_

database_name
	user_name
	TSQLCommand

	2010-04-27 12:53:57.330
	model_sean
	DEV\#selliott
	ALTER TABLE dbo.Table_1 SET (LOCK_ESCALATION = TABLE)  

	2010-04-27 12:53:57.237
	model_sean
	DEV\#selliott
	CREATE TABLE dbo.Table_1   (   asfdsf nchar(10) NULL   )  ON [PRIMARY]  

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 12:27:12.150
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean.mdf

	2010-04-27 11:58:24.077
	model_sean
	DEV\#selliott
	RESTORE E:\Program Files\MSSQL10.MSSQLSERVER\MSSQL\DATA\model_sean_1.ldf
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